Appendix A
tiny-c Shell Commands

Command Name Arguments Description

¢ change [string-1/string-2/ Action: Replace string-1
with string-2 in the current
line; the slash (/) can be any
character not appearing
string-1 or string-2.

Default: If no arguments
are given, the previous
change command is repeated.

d delete n Action: Delete n lines,
starting at the current line.
Default: If not given, n is
taken to be 1.

Action: The program text is
searched forward starting at
the current line for the first
appearance of string; the
glash (/) may be any character

I locate fstring/
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Command

a2

Name

print

exit

next

last

Arguments

filename

filename

(none)

Description

not appearing in string.
Default: If no argument is
given, the previous locate
commanid is repeated,

Action: Print n lines
starting with the current
line.

Default: If not given, n is
taken to be 1.

Action: The contents of the
file named filename are
appended to the end of the
program text.

Action: The contents of the
program text area are written
to the file named file name.

Action: tiny-c exits and
returns to DOS.

Action: The current line
number isincremented by
n.
Default: If not given, n
iz taken to be 1.

Action: The current line
number is decremented by
n.
Default: If not given, n is
taken to be 1.




Command

Name

status

Arguments

{none)

Description

Action: Prints the current
line number, the total
number of lines, the total
number of characters used,
and the total number of
characters unused.
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Appendix B

tiny-c Error Codes

— e ————— — ———— S I SRS L= L = I

1 lliegal statement

2 Cursor ran off end of program. Look for miss-
ing ] or ).

3 Symbol error. A name was expected. For ex-
ample, 10 + + will cause this.

5 Right parenthesis missing. as in x = (x + b+b.

6 Subscript out of range.

7 Using a pointer as a variahle or vice versa.

9 More expression expected, asin X = X +,

14 Illegal equal sign, as in 7=2

16 Stack overflow. Either an expression is too
tough or you are too deeply nested in functions
or a recursion has gone too deep.

17 Too many active functions.

18 Too many active variables.

19 Too many active values. Values share space
with program text. Squeeze the program and
this error may go away.

20 Startup error. Caused by a “garbage” line out-
side of all brackets [ ], i.e., where globals are
declared. A missing [or | can cause this.

21 Arguments needed and number given dom't
agree.

23 A function body must begin with [

24 An illegal invocation of MC.

26 Undefined symbol. Perhaps a variable name is
migspelled, or you need an int or char statement
for it, or a function jsn't loaded.

99 Program interrupted.
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Appendix C
The tiny-c
System Library

The system library includes functions that do input, output, and character manipula-
tion. The definitions given here show the declaration of the function name and the

arguments, if any.

gs char buffer(0)

ps char buffer (0)

pl char buffer(0)

pn int n

Reads a line, i.e., a string of characters terminated by a
carriage return, from the terminal and puts it in buffer. The
carriage return at the end of the line is changed to a null
byte. The value of the function is the number of characters
placed in buffer excluding the null byte. A value of 0 is
permitted.

Prints the string in buffer on the screen. A null byte signals
the end of the string. The null is not transmitted. The
number of characters transmitted is returned as the value
of the function.

The same as ps but prints the string on a new line. The
number of characters transmitted, not including the leading
return and line feed, is returned.

Prints the value of n on the screen preceded by a blank.
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gc

putchar char c

getchar

readfile char name (0},
where (0), limit (0)

int unit

writefile char name{0),
from(0), to(0)
int unit

num char b(5)
int v(0)
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The number of characters transmitted, including the blank,
is returned.

Reads a line and returns the integer at the beginning of
the line. If there is no integer there, it prints “‘number
required” and tries again.

Reads a line and returns the first character on the line.

Transmits the character ¢ to the terminal. Any character,
including control characters, can be transmitted, except
that a quote is transmitted if ¢ is null. The character ¢ is
returned.

Reads and returns a character from the terminal. Any
character, including control characters, can be read by this
function.

Reads data from a file. The name argument is a character
string terminated by a null byte; where and limit are
pointers. The unit designator is an input/output unit
number. The file with name name is opened for reading
on device unit. All of its records are read and placed in
sequentially higher addresses, starting at where but in no
case going beyond limit. Then unit is closed. If successful,
the total number of bytes read is returned. If limit is
exceeded, the message “loo big" is printed and -2 is
returned.

Writes data to a file. The name argument is a character
string terminated by a null byte; from and to are pointers.
The unit argument is an input/foutput unit number.
Function writefile opens unit unit for output. The contents
of sequentially higher addresses from from to to inclusive
are written to unit as a file named name. Then the file is
closed. If successful, the total number of bytes written is
returned. If a problem occurs, a negative value is returned.

Converts a string of digits without leading sign or blanks




atoi char b(0)
int w(0)

ceqn char a(0), b{0)
intn

alpha char ¢

index char s1(0)

int n1
char s2(0)
int n2

move char a(0), b(0)

movebl char a(0), b(0)
int k

countch char a(0),
b{0), ¢

to the corresponding numeric value, which is put in v(0).
The first non-digit stops the conversion. At most, five digits
are examined. The number of bytes converted is returned
as the value of the function. Note that the second argument
must be a pointer to an integer.

Converts a character string of this form:

0 or more blanks

optional + or - character

{} or more blanks

0 to 5 digits
to its numeric value, which is put in ¥(0). The first non-
digit following the digit part stops the conversion. The
number of characters in b that were used to form the value
is returned as the value of the function.

Compares two character strings for equality for n
characters. Returns 1 on equals, 0 on not-equals.

Returns a 1 if ¢ is an alphabetic character, upper- or
lowercaze. Otherwize returns a 0,

Finds the leftmost copy of the character string 81, which
is n1 bytes long in the character string s2, which is n2 bytes
long. If 51 does not appear in 82, (1 is returned. If 1 does
appear, returns n+ 1 such that 82+ n points to the first
character of the copy in 82.

Moves string a into b up to and including the null byte of a.

Moves a block of storage up or down k bytes in memory;
a and b point to the first and last characters of the block

to be moved. If k is positive, the move is to higher
addresses, and if it is negative the move is to lower
addresses. If k is positive, the byte at b is moved first, then
the byte at b- 1, etc. If k is negative, the byte at a is moved
first. Large blocks thus can be moved a few bytes without
destruction.

Counts the instances of the character ¢ in the block of
storage from a to b inclusive and returns the count.
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scann char from(0),
to (D), c
int n(0)

chrdy

pft char a(0), b{D)

fopen Int rw
char name(0)
int size, unit

fread char a(0)
int unit

fwrite char from(0},

to (0)
int unit
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Scans from from to to inclusive for instances of the
character ¢. The integer n{0) is decremented for each ¢
found. If n(0) reaches 0, or if the character in to(0) is
examined, scann stops. Function scann returns the offset
relative to the pointer from to the last examined character.
Thus, if the third character position after from is the last
examined, scann returns 3.

Returns a copy of an input character from the terminal if
a character has been typed but not vet read by another
function, except that if the typed character is a null, a 1
is returned. If no unread character has been typed, a null
byte is returned. The character is not cleared so a
subsequent call to getchar or gc will return the same
character.

Transfers all characters from a to b inclusive to the screen.

Opens or creates a file for access on logical unit number
unit. The name variable contains a null-terminated string
giving the name of the file. The file is opened for reading
if rw is 1, and writing if rw is 2. If rw is 2 and the file does
not exist, then it will be created and its size guaranteed
to be at least size bytes. Otherwise size is ignored, but
it must be given. If no error is detected, a 0 is returned.
If an error is detected a nonzero value is returned.

Starting at a, reads into memory the next 512-byte record
of data from the file opened on unit number unit. The array
a must be large enough to hold an entire record. The length
in bytes of the record actually placed at a is returned as
the value of fread. A value of — 1 is returned if an end-of-
file is detected.

Writes one record with the bytes from from to to inclusive
to the file opened on unit number unit. This becomes the
next record of the file. Its length is to-from + 1; this is the
length that will be returned when the record is read by
fread.




fclose int unit

beep int f, d

The file opened on unit number unit is made permanent
and arrangements are made for end-of-file detection by

fread.

The beeper is sounded at frequency f for d tenths of a
second.
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Appendix D

System and
User Machine Calls

for the IBM PC and PCjr

#

These machine calls are furnished with the tiny-c Interpreter. They are always loaded
and available for use, and are called as described in Chapter 4. The function number
is the last argument. Thus, MC 1 is called like this:

Where no results

Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

MC ('x', 1)

are indicated, a zero is returned as the value of the MC.

MC(character, 1)

A character value.

None

None

character is transmitted to the screen.

MC(2)

None

A character value.

None

A character is retrieved from the console terminal and
returned as the value of the function. The input port from
the console terminal is cleared to receive another character.
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Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Resulis:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Resulis:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Results:

Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:
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MC{mode, name, size, channel, 3)

A mode, file name, file size, and channel number.

An open status indicator.

None

Same as fopen in the standard library (see Appendix C).

MC (buffer, channel, 4)

Pointer and a channel number.

A get-status indicator.

None

Same as fread in the standard library (see Appendix C).

MC (from, to, 5)

Two pointers and a channel number.

A put-status indicator.

None

Same as fwrite in the standard library (see Appendix C).

MC (channel, &)

A channel number.

None

None

Same as fclose in the standard library (see Appendix C).

MC (from, to, byltes, 7)

Two pointers and an integer.

None

None

Same as moveb1 in the standard library (see Appendix C).

MC (from, to, character, 8)

Two pointers and a character value.

The number of appearances of the character between the
two pointers, inclusively.

None

Same as countch in the standard library (see Appendix C).

MC (from, to, character, nptr, 8)

Twao pointers, a character value, and an integer pointer.
A pointer to the last character examined.

None

Same as scann in the standard library (see Appendix C).




Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

Function:

Arguments:

Results:
Errors:
Action:

Function:
Arguments:
Results:
Errors:
Action:

MC (10)

MNone

None

None

An immediate return to the operating system.

MC (facts, start, first, last, 11)
Four pointers,

None

None

See Chapter 4.

MC (12)

None

A character value.

None

Same as chrdy in the standard library (see Appendix C).

MC (from, to, 13)

Two pointers.

MNone

None

Same as pft in the standard library (see Appendix C).

MC (n, 14)

An integer.

None

None

Same as pn in the standard library (see Appendix C).

MC (buffer, 15)

A character buffer.

None

None

Same as gs in the standard library (see Appendix C).

MC (start, bytes, character, 16)

A pointer, a number of bytes, a character.

None

None

The argument number of bytes starting at start are sel to
character.

105




Function:
Arguments:
Hesults:
Errors:
Action:

MC (frequency, duration, 17)

Two integers.

None

None

Same as beep in the standard library (see Appendix C).

In addition to the seventeen standard machine calls, the IBM PC and PCjr version
of tiny-c comes with three user machine calls. They are included primarily to
demonstrate the use of user machine calls. They implement an interface to the sound

system of the PCjr.

Function:
Arguments:
Results:
Errors:
Action:

Function:
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MC (noise__type, attenuation, 1000)

Two integers.

None

None

The noise generator is turned on. The noise__type is coded
as follows:

periodic noise shifted at 6992 Hz
periodic noise shifted at 3496 Hz
periodic noise shifted at 1748 Hz
periodic noise shifted by tone voice 2
white noise shifted at 6992 Hz

white noise shifted at 3496 Hz

white noise shifted at 1748 Hz

white noise shifted by tone voice 2

=1 & N = Ld b = O

and the attenuation is coded as follows:

OFF
28 dB
26 dB
24 dB
22 dB
20 dB
18 dB
7 16 dB
8 14 dB
912dB
10 10 dB
11 BdB
12 6dB
13 4dB
14 2dB

oo o L3 DD e S

MC (voice, frequency, attenuation, 10{011




Arguments:
Results:
Errors:
Action:

Function:
Arguments:
Resulis:
Errors:
Action:

Three integers.

None

None

Tone generator voice is turned on at the frequency and
attenuation. Attenuation is coded as above and voice is 0, 1,
or 2.

MC (frequency, 1002)

An integer.

None

None

The frequency of the most recently mentioned tone
generator voice is changed to frequency.
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